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1
MULTICORE SYSTEM AND ACTIVATING
METHOD

CROSS REFERENCE TO RELATED
APPLICATIONS

This application is a continuation application of Interna-
tional Application PCT/JP2010/055138, filed on Mar. 24,
2010 and designating the U.S., the entire contents of which
are incorporated herein by reference.

FIELD

The embodiments discussed herein are related to a multi-
core system and an activating method.

BACKGROUND

With regard to an information processing apparatus such as
a computer and a portable terminal or an image or audio
processing apparatus such as a digital camera and a television
system, it is conventionally desired to complete the startup of
the apparatus as rapidly as possible after a user turns on the
apparatus. One mode that rapidly starts up an apparatus is a
hibernate boot mode. The hibernate boot mode is a technique
of restoring the previous operating state retained in memory
etc., for rapid startup without executing a normal activation
sequence. A user interface (UI) preceding activation mode
also exists. The Ul preceding activation mode is a technique
of displaying a dummy screen to a user at an earlier stage of
the activation of the apparatus so that the apparatus seems to
be rapidly activated.

On the other hand, a multiprocessor system having mul-
tiple processors and a multicore system having multiple pro-
cessor cores (hereinafter collectively referred to as a multi-
core system) exist. The multicore system has a scheduling
mode in which multiple processes are respectively allocated
to multiple schedulers in advance to sequentially execute the
processes at the selected schedulers according to the alloca-
tion. The multiprocessor system has a mode in which multiple
schedulers having different algorithms is prepared to perform
scheduling with a scheduler having an appropriate algorithm
for each task. The multiprocessor system also has a mode in
which a processor having a master scheduler and a processor
having a slave scheduler are included such that the master
scheduler controls the execution of a process by the slave
scheduler.

For examples of the technology above, refer to Japanese
Laid-Open Patent Publication Nos. 2001-117786, H4-60843,
and H11-265297.

However, the hibernate boot mode has a problem in that a
storage area is necessary for storing the operating state of an
apparatus. In the Ul preceding activation mode, the activation
of the apparatus is not actually rapidly completed. If pro-
cesses are preliminarily allocated to respective schedulers,
the processes cannot be flexibly allocated to the schedulers.
Therefore, this is not suitable for a system, such as a mobile
telephone, that allows a user to update the system and to add
a new function while in use, for example. If multiple sched-
ulers operate, it is problematic that the schedulers must be
synchronized so as not to create a conflict of established
memory or interrupt numbers. If multiple schedulers having
different algorithms are operated and compete based on speed
of'scheduling, a processor that is operated by a scheduler that
is not employed ends up performing unnecessary computa-
tion. This is problematic in terms of power consumption.
Even when multiple schedulers having different algorithms
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are prepared, ifload is concentrated on a scheduler having any
algorithm, a process is delayed in the processor operating the
scheduler.

SUMMARY

According to an aspect of an embodiment, a multicore
system includes multiple processor cores; a scheduler in each
of'the processor cores and allocating a process to the proces-
sor cores when having a master authority that is an authority
to assign processes; and a master controller performing con-
trol to repeat until a process to be executed no longer exists, a
cycle in which the schedulers transfer the master authority to
another processor core after receiving the master authority
and before assigning a process to the processor cores, dis-
cards the master authority after assigning the process to the
processor cores, and enters a state of waiting to receive the
master authority.

The object and advantages of the invention will be realized
and attained by means of the elements and combinations
particularly pointed out in the claims.

It is to be understood that both the foregoing general
description and the following detailed description are exem-
plary and explanatory and are not restrictive of the invention.

BRIEF DESCRIPTION OF DRAWINGS

FIG. 1 is a block diagram of a multicore system according
to a first embodiment;

FIG. 2 is a flowchart of an activating method according to
the first embodiment;

FIG. 3 is a block diagram of a multicore system according
to a second embodiment;

FIG. 4 is a flowchart of the operation of a processor core
that receives a master authority first in the activating method
according to the second embodiment;

FIG. 5 is a flowchart of the operation of a processor core
that does not receive the master authority first in the activating
method according to the second embodiment;

FIG. 6 is a diagram of state transition in a slave control state
in the activating method according to the second embodi-
ment;

FIG. 7 is adiagram of the operation of the multicore system
in the activating method according to the second embodi-
ment; and

FIG. 8 depicts operation of the multicore system by an
activating method that is a comparison example.

DESCRIPTION OF EMBODIMENTS

Embodiments of a multicore system and an activating
method according to the present invention will now be
described with reference to the drawings. These embodi-
ments do not limit the present invention.

In the first embodiment, after a scheduler operating in a
processor core transfers master authority to a scheduler of
another processor core, processes are assigned to the proces-
sor cores. As a result, multiple processor cores concurrently
execute respectively assigned processes in parallel while tim-
ing is shifted bit by bit.

FIG. 1 is a block diagram of a multicore system according
to the first embodiment. As depicted in FIG. 1, the multicore
system has multiple processor cores, e.g., in the depicted
example, four, processor cores 1, 2, 3, and 4. Nonetheless, the
number is not particularly limited. Schedulers 5, 6, 7, and 8
operate in the processor cores 1, 2, 3, and 4, respectively. Each
of the schedulers 5, 6, 7, and 8 performs scheduling when
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having the master authority. As a result of the scheduling,
processes are assigned to the processor cores 1, 2, 3, and 4.
The master authority is an authority to perform the schedul-
ing. The multicore system has a master controller 9 control-
ling the transfer of the master authority among the schedulers
5,6,7,and 8.

After receiving the master authority and before performing
the scheduling, the schedulers 5, 6, 7, and 8 transfer the
authority to another processor core 1, 2, 3, or 4. After per-
forming the scheduling, the schedulers 5, 6, 7, and 8 discard
the master authority and enter a state of waiting to again
receive the master authority. The master controller 9 provides
control such that each of the schedulers 5, 6, 7, and 8 repeats
such a cycle until processes to be executed no longer exist.
The schedulers 5, 6, 7, and 8 and the master controller 9 are
implemented by the processor cores 1, 2, 3, and 4 executing
software such as a kernel portion of an operating system (OS),
for example.

FIG. 2 is a flowchart of an activating method according to
the first embodiment. The flowchart depicted in FIG. 2
depicts operation of a scheduler among the schedulers. In this
flowchart, the operation of a scheduler P5 of the configuration
depicted in FIG. 1 will be described. The other schedulers Q6,
R7, and S8 depicted in FIG. 1 operate in the same way.

As depicted in FIG. 2, when an apparatus having the mul-
ticore system described above is powered on (cold-booted,
cold-started) or reset (cold-rebooted, cold-restarted), the
scheduler P5 receives the master authority (step S1). The
scheduler P5 transmits, to any one of the other processor
cores Q2, R3, and S4, notification that the master authority is
transferred to the scheduler operating in the corresponding
processor core (step S2). Upon completing the transmission,
the scheduler P5 performs the scheduling to assign a process
to the other processor cores Q2, R3, and S4 (step S3). Upon
completing the scheduling, the scheduler P5 discards the
master authority (step S4) and enters the state of waiting to
again receive the master authority (step S5). Since the sched-
ulers Q6, R7, and S8, which do not initially receive the master
authority, are in the state of waiting until receiving the master
authority, the schedulers Q6, R7, and S8 are started from step
S5. The schedulers P5, Q6, R7, and S8 repeat steps S1 to S5
until processes to be executed no longer exist.

According to the first embodiment, since each of the sched-
ulers performs the scheduling after transferring the master
authority to another scheduler, a portion of a process assigned
to each processor core is executed in parallel with a portion of
another process assigned to another processor core. There-
fore, as compared to the case of not executing portions of
processes assigned to the processor cores in parallel, an appa-
ratus having the multicore system can rapidly be activated.
Since a scheduler operating in each of the processor cores
receives the transfer of the master authority from another
scheduler to perform the scheduling, multiple the schedulers
perform the scheduling in parallel. Therefore, as compared to
a case where only one scheduler acting as a master performs
the scheduling for all of the processor cores, an apparatus
having the multicore system can rapidly be activated.

In a second embodiment, the multicore system of the first
embodiment is used as an embedded system of a portable
terminal such as a mobile telephone terminal or an electric
home appliance such as a television system, for example.

FIG. 3 is a block diagram of a multicore system according
to the second embodiment. As depicted in FIG. 3, the multi-
core system includes processor cores 11, 12, 13, and 14,
devices 15 and 16 executing various processes such as an
image process, an audio process and a communication pro-
cess, and storage 17 such as a hard disk and main memory 18
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used as a work area. The processor cores 11, 12, 13, and 14,
the devices 15 and 16, the storage 17, and the main memory
18 are connected respectively through a bus 19. Although an
operating system separately operates in the processor cores
11, 12, 13, and 14, one system is constructed as a whole. The
number of the processor cores and the number of the devices
are not limited to the depicted example. For example, the
number of the processor cores may be two, three, or five or
more.

The storage 17 stores a cyclic master image 21, a slave
function image 22, an initializing process image 23, and an
OS kernel boot image 24. The cyclic master image 21 is data
of'a program controlling the circulation of the master author-
ity among the schedulers. The slave function image 22 is data
of a program controlling the receipt and activation of pro-
cesses assigned by the schedulers in the processor cores. The
initializing process image 23 is data of a program initializing
various devices. The OS kernel boot image 24 is data of a
program reading and operating the kernel of the operating
system.

The cyclic master image 21, the slave function image 22,
the initializing process image 23, and the OS kernel boot
image 24 are read from the storage 17 and loaded on the main
memory 18 consequent to the execution of aboot program. As
a result, a master controller 31, a slave controller 32, an
initializing thread 33 as an initializing process, and an OS
kernel unit 34 are implemented on the main memory 18.

The OS kernel unit 34 is a portion implemented with a
basic function of the operating system, e.g., a function such as
activation of a process and a thread. The OS kernel unit 34
includes non-depicted schedulers operating for respective
processor cores. The master controller 31 is a program con-
trolling the circulation of the master authority among the
schedulers. For example, a master flag described in a multi-
core operating system may be used as an example of the
master authority. In this case, the master controller 31 con-
trols this master flag. The initializing thread 33 is a program
that initializes various devices. The slave controller 32 is a
program residing on all the processor cores to control the
receipt and activation of the processes assigned by the sched-
ulers.

FIG. 4 is a flowchart of the operation of a processor core
that receives the master authority first in the activating
method according to the second embodiment. In this descrip-
tion, a kernel operating in a processor core P11 of the con-
figuration depicted in FIG. 3 is assumed to receive the master
authority first.

As depicted in FIG. 4, when an apparatus having the mul-
ticore system depicted in FIG. 3 is powered on or reset (step
S11), a reset signal is input to the processor cores P11, Q12,
R13, and S14. As aresult, an internal activation program runs
in the processor cores P11, Q12, R13, and S14. Described in
the activation program is the definition of an address space
accessible by the processor cores P11, Q12, R13, and S14 in
the apparatus. The activation program further includes the
description of the start address of the boot program. Such an
activation program is sometimes referred to as a startup rou-
tine.

The processor cores P11, Q12, R13, and S14 read the boot
program according to the procedure of the activation program
to read and activate a kernel core (step S12). The kernel core
is a basic portion of the operating system. By activating the
kernel core, the initial setting of the processor cores P11, Q12,
R13, and S14 is performed and the operating system runs in
the processor cores P11, Q12, R13, and S14. Various func-
tional services are not activated by only the kernel core.
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A kernel operating in the processor core P11 receives the
master authority (step S13). The kernel operating in the pro-
cessor core P11 transfers the master authority to another
processor core Q12, R13, or S14 through inter-processor-core
communication (step S14). The transfer may be to any pro-
cessor core. For example, the master authority may be trans-
ferred based on a processor core number. For example, the
destination processor core may be defined as a processor core
having a number one greater than the number of the source
processor core. For example, if the number of the source
processor core is the maximum value, the destination proces-
sor core may be defined as a processor core having the small-
est number. Even if the master authority is transferred, the
kernel operating in the processor core P11 has the master
authority until discarding the master authority.

After transferring the master authority, the kernel operating
in the processor core P11 collects the load information of the
processor cores P11, Q12, R13, and S14 (step S15). The load
information is information indicative of a usage status of
resources such as a memory resource used by the processor
cores P11, Q12, R13, and S14. The load information is stored
in memory such as the main memory 18, for example. The
kernel operating in the processor core P11 performs schedul-
ing based on the collected load information such that the load
of the processor cores P11, Q12, R13, and S14 is distributed
(step S16).

The kernel operating in the processor core P11 secures
resources based on resource information prepared in advance
and requests the processor core assigned with a initializing
thread to activate the initializing thread (step S17). The
resource information includes information related to a uti-
lized resource, a context area, a process (thread) ID, a process
(thread) name, and other competing processes (threads) as
information fixed each time the apparatus is activated or reset.
If the initializing thread has a reserved processing processor
core, the kernel operating in the processor core P11 makes a
request for activation to the reserved processor core without
performing the scheduling.

The kernel operating in the processor core P11 then dis-
cards the master authority (step S18) and enters the state of
waiting to receive the master authority again (step S19).
When receiving the master authority again (step S13), the
kernel operating in the processor core P11 repeats step S13 to
step S19.

FIG. 5 is a flowchart of the operation of a processor core
that does not receive the master authority first in the activating
method according to the second embodiment. The description
will be made of the operation of a kernel operating in the
processor core Q12 among the processor cores Q12,R13, and
S14 that do not receive the master authority first. Kernels
operating in the processor cores R13 and S14 operate in the
same way.

As depicted in FIG. 5, until the kernel core enters an acti-
vated state after the apparatus is powered on or reset, the
operation is as described for the processor core P11 with
reference to FIG. 4 (step S11, step S12). When the kernel core
is activated, the kernel operating in the processor core Q12
enters the state of waiting to receive the master authority from
the other processor cores P11, R13, and R14 (step S21). Upon
receiving the master authority while waiting (step S22), the
kernel operating in the processor core Q12 transfers the mas-
ter authority to another processor core P11, R13, or S14
through inter-processor-core communication (step S23). The
destination of the transfer may be determined in the order of
the processor core number as described with respect to step 14
in FIG. 4, for example. At this point, the kernel operating in
the processor core Q12 has the master authority.
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The subsequent operation is as described for the kernel
operating in the processor core P11 with reference to FIG. 4.
For example, as described above, the kernel operating in the
processor core Q12 collects the load information (step S24),
performs the scheduling (step S25), and requests the activa-
tion of'the initializing thread (step S26). The kernel operating
in the processor core Q12 discards the master authority (step
S27) and returns to the state of waiting to receive the master
authority again (step S21) to return this operation.

When a kernel operating in a certain processor core trans-
fers the master authority to another processor core, multiple
processor cores may have the master authority at the same
time. For example, in the example depicted in FIGS. 4 and 5,
the kernel operating in the processor core P11 is assumed to
transfer the master authority to the processor core Q12. In this
case, the processor core P11 and the processor core Q12 hold
the master authority until each discards the master authority.

When a normal process is activated in the apparatus under
operation rather than at the time of activation of the apparatus
as in the second embedment, if multiple processor cores have
the master authority at the same time in this way, the follow-
ing failure may occur. For example, contention occurs if
multiple kernels having the master authority accidentally
attempt to secure memory resources etc., at the same time. On
the other hand, the second embodiment corresponds to the
operation at the time of activation of the apparatus. The
resources necessary for threads and processes activated at the
activation of the apparatus are reserved as resource informa-
tion in a function table etc., prepared as the activation infor-
mation of the operating system in advance. Therefore, no
failure occurs even if multiple processor cores secure
resources at the same time.

FIG. 6 is a diagram of state transition in a slave control state
in the activating method according to the second embodi-
ment. As depicted in FIG. 6, after the apparatus is powered on
or reset, when the kernel core is activated, the processor cores
P11, Q12, R13, and R14 are put into a state of receiving an
activation request for an initializing thread by the slave con-
troller 32 (step S31). Upon receiving the activation request for
an initializing thread from another processor core, the pro-
cessor cores P11, Q12, R13, and R14 activate the correspond-
ing thread (step S32). Here, the processor core activating the
requested initializing thread updates the load information to
indicate that resources such as a memory resource used for
activating the corresponding thread are in use. Upon comple-
tion of the initialization of devices by the requested initializ-
ing thread, the processor core returns to the state of receiving
the activation request for another initializing thread from
other processor cores.

As described above, the schedulers operating in the pro-
cessor cores P11, Q12, R13, and R14 make a request for the
activation of an initializing thread to a processor core having
a lower load based on the load information. Since multiple
schedulers may concurrently operate here, the load informa-
tion collected by the schedulers does not necessarily reflect
the current load statuses of the processor cores P11, Q12,
R13, and R14 correctly. Therefore, if the initializing threads
are assigned to the processor cores based on the load infor-
mation, the load of the processor cores P11, R13, and R14
may temporarily be biased. However, such a bias of the load
is averaged while a multiplicity of, for example, about 50 to
100, or 100 or more, initializing threads are sequentially
assigned to the processor cores P11, Q12, R13, and R14.
Therefore, this is not particularly problematic.

FIG. 7 is adiagram of the operation of the multicore system
in the activating method according to the second embodi-
ment. As depicted in FIG. 7, when the apparatus having the
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multicore system depicted in FIG. 3 is powered on or reset,
the activation program runs in the processor core P11, causing
the boot program to run (step S41). A boot instruction is given
from the processor core P11 to the other processor cores Q12,
R13, and S14 through inter-processor-core communication
(step S42). The processor cores P11, Q12, R13, and S14
activate kernel cores and perform initial setting (step S43).
Here, the processor core P11 is given the master authority.

The processor core P11 transfers the master authority to the
processor core Q12 through inter-processor-core communi-
cation (step S44). The processor core P11 performs the sched-
uling of an initializing thread a (indicated by “A” in FIG. 7)
(step S45) and discards the master authority.

The processor core Q12 receiving the master authority
transfers the master authority to the processor core R13
through inter-processor-core communication (step S46). The
processor core Q12 performs the scheduling of an initializing
thread b (indicated by “B” in FIG. 7) (step S47) and discards
the master authority.

The processor core R13 receiving the master authority
transfers the master authority to the processor core S14
through inter-processor-core communication (step S48). The
processor core R13 performs the scheduling of an initializing
thread ¢ (indicated by “C” in FIG. 7) (step S49) and discards
the master authority.

The processor core S14 receiving the master authority
transfers the master authority to the processor core P11
through inter-processor-core communication (step S50). The
processor core S14 performs the scheduling of an initializing
thread d (indicated by “D” in FIG. 7) (step S51) and discards
the master authority.

The processor core P11 receiving the master authority
transfers the master authority to the processor core Q12
through inter-processor-core communication (step S52). The
processor core P11 performs the scheduling of an initializing
thread e (indicated by “E” in FIG. 7) (step S53) and discards
the master authority. The same operation is subsequently
repeated until the scheduling of a last initializing thread n
(indicated by “N” in FIG. 7) is completed (step S54). The
processor core performing the scheduling of the last initial-
izing thread n is the processor core R13 in the depicted
example and returns the master authority to the processor core
P11 receiving the master authority first (step S55). As a result,
the control of circulating the master authority is canceled.

Each ofthe initializing thread is allocated by the schedulers
to an available processor core, i.e., a processor core not
executing a process. Although not particularly limited, in the
example depicted in FIG. 7, when the processor core P11
performs the scheduling A, the processor core Q12 and the
processor core R13 execute processes and the processor core
S14 executes no process. Therefore, the initializing thread “a”
is assigned to the processor core S14 and executed by the
processor core S14. Similarly, the initializing thread b is
assigned to the processor core P11, which is available during
the scheduling B, and executed by the processor core P11.
The same applies to the initializing threads c, d, e, and n.

As described, in the second embodiment, multiple sched-
ulers perform the scheduling of different initializing threads
in parallel. Multiple processor cores execute different initial-
izing threads in parallel. Equation (1) expresses a time T from
the time when the initial setting of the processor cores P11,
Q12, R13, and S14 is completed by the activation of the
kernel cores until the initialization of devices is completed by
F initializing threads. In this equation, G denotes the number
of processor cores; H [ms] denotes an average scheduling
time in a processor core; J [ns] denotes an average commu-
nication time between processor cores; and K [ms] denotes an
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average initialization time of a device. A magnitude relation
among J, H, and K is normally J<<H<K. Max(Y,Z) means the
larger among Y and 7.

T=(F/G)xMax(2xJ+H,J+K) M

FIG. 8 depicts, for comparison, operation when the proces-
sor core P11 performs the scheduling of all the initializing
threads without transferring the master authority. As depicted
in FIG. 8, if the master authority is not transterred, the sched-
uling of different initializing threads is not performed in
parallel such that once the processor core P11 completes the
scheduling A of the initializing thread a, the scheduling B of
the initializing thread b is started. In this comparative
example, equation (2) expresses a time T' from the time when
the initial setting of the processor cores P11, Q12, R13, and
S14 is completed by the activation of the kernel cores until the
initialization of devices is completed by F initializing threads.

T=(F/G)x(H+J+K) ()]

The scheduling time includes the time consumed to search
for a processor core not executing a process, for example. The
initialization time includes the time consumed for generating
context and the time consumed for initializing the devices
(such as setting an initial value for a register), for example.
The communication between processor cores generally
requires about 10 cycles for each communicationat a %4 clock
of the operation clock of the processor cores.

As an example, the number F of initializing threads is
assumed to be 100, the number G of processor cores is
assumed to be 4, the average scheduling time H of processor
cores is assumed to be 1 ms, the average communication time
J between processor cores is assumed to be 20 ns, and the
average initialization time K of devices is assumed to be 3 ms.
The operation clock of processor cores is assumed to be 1
GHz. From equation (1) described above, the time T until the
initialization of devices is completed by the F initializing
threads is 75 ms in the second embodiment. On the other
hand, from equation (2) described above, the time T" until the
initialization of devices is completed by the F initializing
threads is 100 ms in the comparative example. Therefore,
according to the second embodiment, the activation time of
the apparatus can be improved by 25% as compared to the
comparative example. In an apparatus having a conventional
single-core system (the number G of processor cores=1),
when the operation clock of the processor core is 1 GHz, T is
about 400 ms from equation (2) described above. Therefore,
according to the second embodiment, the activation time of
the apparatus can be improved by 81% as compared to the
apparatus having the conventional single-core system.

According to the second embodiment, the same effect as
the first example can be obtained. In the second embodiment,
processes and threads are not preliminarily allocated to
respective schedulers. Therefore, if a user updates a system or
adds a new function, added processes and threads are suitably
assigned to the processor cores according to the current load
information. Therefore, the second embodiment is suitable
for embedded devices operated in a highly flexible manner
such that a new function is added through user’s operation as
in the case of mobile telephone terminals, for example. The
second embodiment is also applicable to an application acti-
vated in an initial state or an application already embedded in
the product shipment stage in products having a fixed use
such as embedded devices. In this case, a function table
equivalent to the function table prepared for activation infor-
mation of an operating system may be prepared for such an
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application. According to the second embodiment, the appa-
ratus can be activated rapidly including the activation of such
an application.

Although the first and second embodiments are described
by taking a multicore processor with multiple processor cores
built into one microprocessor as an example of a multicore
system, the present invention is applicable to a multiprocessor
equipped with multiple microprocessors in the same way. If
the present invention is applied to a multiprocessor, the pro-
cessor cores in the description correspond to processors.

All examples and conditional language provided herein are
intended for pedagogical purposes of aiding the reader in
understanding the invention and the concepts contributed by
the inventor to further the art, and are not to be construed as
limitations to such specifically recited examples and condi-
tions, nor does the organization of such examples in the
specification relate to a showing of the superiority and infe-
riority of the invention. Although one or more embodiments
of the present invention have been described in detail, it
should be understood that the various changes, substitutions,
and alterations could be made hereto without departing from
the spirit and scope of the invention.

What is claimed is:
1. A multicore system comprising:
a plurality of processor cores;
one or more processes;
a respective scheduler in each processor core of the plural-
ity of processor cores configured to assign a process of
the one or more processes to a processor core of the
plurality of processor cores when having a master
authority, the master authority being an authority to
assign processes;
a master controller performing control to repeat a cycle
until all processes of the one or more processes are
assigned, in which the respective scheduler in each pro-
cessor core of the plurality of processor cores, respec-
tively:
receives the master authority,
transfers the master authority to another scheduler in
another processor core, the master authority being
held by both the respective scheduler and the another
scheduler, until the master authority is discarded by
the respective scheduler, wherein the respective
scheduler and the another scheduler may hold the
master authority at the same time,

assigns a process of the one or more processes to the
each processor core of the plurality of processor
cores,

discards the master authority, and

enters a state of waiting to receive the master authority
from another scheduler.

2. The multicore system according to claim 1, wherein the
respective scheduler having the master authority assigns a
process of the one or more processes with a processor core
reserved to the reserved processor core.

3. The multicore system according to claim 1, wherein after
transferring the master authority, the respective scheduler
acquires load information of the plurality of processor cores
to assign the process to one of the plurality of processor cores
having a lower load.

4. The multicore system according to claim 1, wherein the
respective scheduler discards the master authority upon com-
pleting assignment of the process to a given one of the plu-
rality of processor cores.
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5. The multicore system according to claim 1, wherein the
master controller returns the master authority to a predeter-
mined respective scheduler of the plurality of processor cores
when all processes of the one or more processes have been
assigned.

6. The multicore system according to claim 1, wherein the
process of the one or more processes is a process of initializ-
ing devices connected to the multicore system at activation of
the multicore system.

7. The multicore system according to claim 1, wherein the
process of the one or more processes is a program embedded
in advance and executed at activation of the multicore system.

8. An activating method executed by a multicore system
having a plurality of processor cores, and one or more pro-
cesses, the method comprising:

executing a cycle, wherein a respective scheduler in each

processor core of the plurality of processor cores,

assigns a process of the one or more processes to a

processor core of the plurality of processor cores when

having a master authority, the master authority being an

authority to assign processes, the cycle including:

receiving, by the respective scheduler in the each pro-
cessor core of the plurality of processor cores, the
master authority;

transferring the master authority to another scheduler in
another processor core, the master authority being
held by both the respective scheduler and the another
scheduler, until the master authority is discarded by
the respective scheduler, wherein the respective
scheduler and the another scheduler may hold the
master authority at the same time;

assigning a process of the one or more processes to the
each processor core of the plurality of processor
cores;

discarding the master authority; wherein

a master controller performs control to repeat the cycle
until all processes of the one or more processes are
assigned.

9. The activating method according to claim 8, wherein the
assigning includes assigning a process of the one or more
processes with a processor core reserved, to the reserved
processor core.

10. The activating method according to claim 8, the method
further comprising acquiring load information of the plurality
of'processor cores, after the transferring of the master author-
ity, wherein

the assigning includes assigning the process to one of the

plurality of processor cores having a lower load.

11. The activating method according to claim 8, wherein
the discarding includes discarding the master authority after
the assigning of the process.

12. The activating method according to claim 8, further
comprising returning the master authority to a predetermined
respective scheduler of the plurality of processor cores when
at the assigning, all processes of the one or more processes
have been assigned.

13. The activating method according to claim 8, wherein
the process of the one or more processes is a process of
initializing devices connected to the multicore system at acti-
vation of the multicore system.

14. The activating method according to claim 8, wherein
the process of the one or more processes is a program embed-
ded in advance to be executed at activation of the multicore
system.



